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1. **Цель и задачи данной лабораторной работы**

Целью лабораторной работы является овладение методологией решения логических задач с применением известных на сегодняшний день стратегий поиска в пространстве состояний.

1. **Задания на лабораторную работу**

**Задача №1:**

Изучить на приведенном примере задачи о волке, козе и капусте работу базовой программы для решения задач методом поиска в глубину.

**Задача №2:**

Решить задачу о миссионерах и каннибалах. Программа для решения задачи должна сохранять все состояния в памяти, а также позволять просматривать эти состояния.

Три миссионера и три каннибала находятся на левом берегу реки. Все хотят перебраться на другой берег. Здесь же небольшая лодка, вмещающая не более двух человек. Если на каком-то берегу каннибалов окажется больше, чем миссионеров, то они съедят миссионеров. Если окажется больше миссионеров, то они обратят каннибалов в свою веру. Найти последовательность поездок, гарантирующих безопасность миссионерам и свободу вероисповедания каннибалам.

1. **Решения поставленных задач**

Для выполнения поставленной задачи был использован Visual Prolog 5.2.

Под ***состоянием*** задачи будем понимать некоторая конфигурация исследуемой динамически меняющейся системы. При этом начальную и целевую конфигурации принято рассматривать в качестве, соответственно, начального и целевого состояний.

***Оператор*** преобразует одно состояние в другое. В общем случае мы будем предполагать, что операторы – это вычисления, преобразующие одни описания состояний в другие

**Задача №1:**

Данная программы запускается с помощью вызова предиката **test\_dfs ()**. Последовательность переходов из начального состояния в целевое строится с помощью правила **solve\_dfs()**, предикат **move()** служит для определения возможности перехода из одного состояния в другое, а поиск достижимого состояния происходит через правило **update()**. Начальное состояние задается через факт **initial\_state ()**, а целевое через **final\_state()**. С помощью правила **legal()** проверяется допустимость состояния, а в правилах **illegal()** описаны недопустимые состояния.

Состояния представляются тройками **wgc(B, L, R)**, где **B** – местонахождение лодки (и фермера) – левый или правый берег, **L** – список находящихся на левом берегу, **R** – список находящихся на правом берегу.

**Начальное состояние:**

wgc («Лодка на левом берегу.», [«Волк»,«Коза»,«Капуста»], [ ]).

**Конечное состояние:**

wgc («Лодка на правом берегу.», [ ], [«Волк»,«Коза»,«Капуста»]).

Код программы для решения задачи приведен в *Приложении 1*.

В результате мы получим некую последовательность переправ, где указан перевозимый в лодке груз или его отсутствие. Нечётные элементы последовательности указывают с чем плыл фермер в лодке на правый берег, а чётные – на левый. Сама последовательность представлена на рис.1

Пример работы программы:
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*Рисунок №1. Результат работы программы для задачи №1 при вызове test\_dfs(Result).*

**Задача №2:**

В данной программе, под общим состоянием подразумевается следующая конфигурация:

**state**(M, K, P),

где M – количество миссионеров и K – количество каннибалов, в результирующей последовательности, эти значения показывают количество миссионеров и количество каннибалов, которые находятся в данным момент на лодке, P – указание на берег, к которому плывет или уже находится лодка. В графе состояний первые два аргумента вычисляются по отношению к левому берегу, а P - на каком берегу находится лодка.

Начальное состояние (**initial\_state**): state(3, 3, 'Левый берег')

Целевое состояние (**final\_state**): state(0, 0, 'Правый берег')

Правила **new\_state()** определяют возможные переходы из состояния к состоянию для переправы с левого берега на правый и для переправы с правого берега на левый.

Правило **possible\_move()** делает перебор всех возможных вариантов размещения каннибалов и миссионеров на лодке (0-1, 1-0, 1-1, 2-0, 0-2).

Правило **possible\_state()** совершает проверку того, что на берегу не осталось миссионеров больше, чем каннибалов и наоборот.

Правилами **move()** определены переходы состояний.

Код программы для решения задачи приведен в *Приложении 2*.

Последовательность переправ, гарантирующая безопасность миссионерам и свободу вероисповедания каннибалам представлена на рис. 2.

Данная программы запускается с помощью вызова **start(Begin, Moves),print\_lst\_col(Moves),nl**.

Пример работы программы:

*![](data:image/png;base64,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)*

*Рисунок №2. Результат работы программы для задачи №2 при вызове start(Begin, Moves),print\_lst\_col(Moves),nl.*

1. **Вывод**

В данной лабораторной работе, я изучил методологию решения логических задач с применением стратегий поиска в пространстве состояний.

**Приложение 1**

Код программы:

DOMAINS

slst = string\*

wgc = wgc(string,slst,slst)

history = wgc\*

PREDICATES

nondeterm member(wgc,history) % определение принадлежности списку

nondeterm member(string,slst)

initial\_state(wgc)% Начальное состояние

final\_state(wgc)% Конечное состояние

nondeterm move(wgc, string) % Определение возможности перехода

nondeterm update(wgc, string,wgc) % Поиск состояния, достижимого из заданного

update\_boat(string, string)% Изменение местонахождения лодки

nondeterm select(string, slst, slst)% Выбор груза для перевозки

nondeterm precedes(string, string) % Порядок сортировки

nondeterm insert(string, slst, slst) % Вставка элемента

nondeterm update\_banks(string, string, slst, slst, slst, slst) % Перевозка

legal(wgc)%Допустимость состояния

nondeterm illegal(slst)%Недопустимые состояния

nondeterm solve\_dfs(wgc, history, slst) % Построение последовательности состояний

test\_dfs(slst) % Поиск в графе поиском в глубину

CLAUSES

%Определение принадлежности списку

member(Head,[Head|\_]).

member(Element,[\_|Tail]):- member(Element,Tail).

%Начальное и конечное состояние

initial\_state(wgc("Лодка на левом берегу.",["Волк","Коза","Капуста"],[])).

final\_state(wgc("Лодка на правом берегу.",[],["Волк","Коза","Капуста"])).

%Определение возможности перехода из состояния в состояние

move(wgc("Лодка на левом берегу.",L,R),Cargo):- member(Cargo,L).

move(wgc("Лодка на правом берегу.",L,R),Cargo):- member(Cargo,R).

move(wgc(B,L,R),"Без груза").

%Поиск состояния, достижимого из заданного

update(wgc(B,L,R),Cargo,wgc(B1,L1,R1)):-

update\_boat(B,B1),

update\_banks(Cargo,B,L,R,L1,R1).

%Изменение местонахождения лодки

update\_boat("Лодка на левом берегу.","Лодка на правом берегу.").

update\_boat("Лодка на правом берегу.","Лодка на левом берегу.").

%Выбор груза для перевозки

select(X,[X|T],T).

select(X,[H|T],[H|D]):- select(X,T,D).

%Порядок сортировки

precedes("Волк",X).

precedes(X,"Капуста").

%Вставка элемента в список

insert(X,[Y|Ys],[X,Y|Ys]):- precedes(X,Y).

insert(X,[Y|Ys],[Y|Zs]):- precedes(Y,X),insert(X,Ys,Zs).

insert(X,[],[X]).

%Перевозка

%Изменение состава обитателей берегов

%Первый аргумент - перевозимый в лодке груз

%Второй аргумент - текущее местонахождение лодки (левый или правый берег)

%Третий и четвертый аргументы - текущее состав обитателей левого и правого берега

%Пятый и шестой аргументы - новый состав правого и левого берега

%Ситуация, когда фермер переправляется через реку без груза

update\_banks("Без груза",B,L,R,L,R).

%Ситуация перевозка обитателей одного берега на другой

update\_banks(Cargo,"Лодка на левом берегу.",L,R,L1,R1):-

select(Cargo,L,L1),insert(Cargo,R,R1).

update\_banks(Cargo,"Лодка на правом берегу.",L,R,L1,R1):-

select(Cargo,R,R1),insert(Cargo,L,L1).

%Допустимость состояния

legal(wgc("Лодка на левом берегу.",L,R)):-

not(illegal(R)).

legal(wgc("Лодка на правом берегу.",L,R)):-

not(illegal(L)).

illegal(List):-

member("Волк",List),

member("Коза",List).

illegal(List):-

member("Коза",List),

member("Капуста",List).

%Построение посоедовательности состояний

solve\_dfs(State,History,[]):-

final\_state(State).

solve\_dfs(State, History, [Move|Moves]) :-

move(State, Move),

update(State, Move, State1),

legal(State1),

not(member(State1, History)),

solve\_dfs(State1, [State1|History], Moves).

% Поиск в глубину в графе

test\_dfs(Moves):-

initial\_state(State),

solve\_dfs(State, [State], Moves),!.

GOAL

test\_dfs(Result).

**Приложение 2**

Код программы:

DOMAINS

state = state(integer,integer,string)

history = state\*

ilst = integer\*

PREDICATES

start(string,history)

nondeterm solve(history,history)

initial\_state(string,history)

final\_state(history)

nondeterm new\_state(state,state)

nondeterm possible\_move(integer,integer)

nondeterm possible\_state(integer,integer)

move(state,state,state)

nondeterm member(integer,ilst)

nondeterm member(state,history)

nondeterm print\_lst\_col(history)

CLAUSES

%Печать элементов списка столбцом

print\_lst\_col([]).

print\_lst\_col([Head|Tail]):-

write(Head),nl,print\_lst\_col(Tail).

%Запуск программы

start(Begin, Moves) :-

initial\_state(Begin, State),

solve(State, Moves),!.

solve([NewState|ListState], [LastMove|TailMove]) :-

new\_state(NewState, NextState),

not(member(NextState, ListState)),

move(NewState, NextState, LastMove),

solve([NextState, NewState|ListState], TailMove).

%Окончание работы программы

solve(State, []):-

final\_state(State).

%Начальное состояние

initial\_state("Начальное состояние : все находятся на левом берегу", [state(3, 3, "Левый берег")]).

%Целевое состояние

final\_state([state(0, 0, "Правый берег")|\_]).

%Движение с левого берега на правый

move(state(M1, K1, "Левый берег"), state(M2, K2, "Правый берег"), state(M, K, "На правый берег")) :-

M = (M1 - M2),

K = (K1 - K2).

%Движение с правого берега на левый

move(state(M1, K1, "Правый берег"), state(M2, K2, "Левый берег"), state(M, K, "На левый берег")) :-

M = (M2 - M1),

K = (K2 - K1).

%Перебор всех возможных вариантов размещения каннибалов и миссионеров на лодке (0-1,1-0,1-1,2-0,0-2)

possible\_move(M, K):-

member(M, [0, 1, 2]),

member(K, [0, 1, 2]),

(M + K) <= 2,

(M + K) > 0.

/\*Проверка того, что на берегу осталось каннибалов не больше , чем миссионеров и наоборот\*/

possible\_state(X, Y) :-

X = Y;

X = 0;

Y = 0.

%Новое состояние при отправлении на правый берег

new\_state(state(Missioner\_1, Cannibal\_1, "Левый берег"), state(Missioner1\_2, Cannibal\_2, "Правый берег")) :-

possible\_move(Missioner, Cannibal),

Missioner <= Missioner\_1,

Cannibal <= Cannibal\_1,

Missioner1\_2 = (Missioner\_1 - Missioner),

Cannibal\_2 = (Cannibal\_1 - Cannibal),

possible\_state(Missioner1\_2, Cannibal\_2).

%Новое состояние при отправлении на левый берег

new\_state(state(Missioner\_1, Cannibal\_1, "Правый берег"), state(Missioner1\_2, Cannibal\_2, "Левый берег")) :-

possible\_move(Missioner, Cannibal),

Missioner1\_2 = (Missioner\_1 + Missioner),

Cannibal\_2 = (Cannibal\_1 + Cannibal),

Missioner1\_2 <= 3,

Cannibal\_2 <= 3,

MR = (3 - Missioner1\_2),

KR = (3 - Cannibal\_2),

possible\_state(MR, KR).

%Определение принадлежности списку

member(Head,[Head|\_]).

member(Head,[\_|Tail]):- member(Head,Tail).

GOAL

start(Begin, Moves),print\_lst\_col(Moves),nl.